# Лучше всего использовать Вики-учебник «Реализации алгоритмов» <https://ru.wikibooks.org/wiki/%D0%A0%D0%B5%D0%B0%D0%BB%D0%B8%D0%B7%D0%B0%D1%86%D0%B8%D0%B8_%D0%B0%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC%D0%BE%D0%B2> или английский вариант <https://en.wikibooks.org/wiki/Algorithm_Implementation>

**Там много программ на всех более или менее известных языках.**

**Нужно выбрать 10 или более программ Вот три из них**

# Алгоритм Брона — Кербоша (<https://ru.wikibooks.org/wiki/%D0%A0%D0%B5%D0%B0%D0%BB%D0%B8%D0%B7%D0%B0%D1%86%D0%B8%D0%B8_%D0%B0%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC%D0%BE%D0%B2/%D0%90%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D0%91%D1%80%D0%BE%D0%BD%D0%B0_%E2%80%94_%D0%9A%D0%B5%D1%80%D0%B1%D0%BE%D1%88%D0%B0> )

Реализация на C++ с использованием стека.

**list<set<int> >kerbosh(int \*\*&a,int SIZE)**

**{**

**set <int> M,G,K,P;**

**list<set<int> > REZULT;**

**for (int i=0; i<SIZE;i++)**

**{**

**K.insert(i);**

**}**

**int v,Count=0,cnt=0;**

**int Stack1[100];**

**std::set<int> Stack2[100];**

**std::set<int>::iterator theIterator;**

**theIterator=K.begin();**

**while ((K.size()!=0)||(M.size()!=0))**

**{**

**if (K.size()!=0)**

**{**

**theIterator=K.begin();**

**v=\*theIterator;**

**Stack2[++Count]=M;**

**Stack2[++Count]=K;**

**Stack2[++Count]=P;**

**Stack1[++cnt]=v;**

**M.insert(v);**

**for (int i=0;i<SIZE;i++)**

**{**

**if (a[v][i])**

**{**

**theIterator=K.find(i);**

**if (theIterator!=K.end())**

**{**

**K.erase(theIterator);**

**}**

**theIterator=P.find(i);**

**if (theIterator!=P.end())**

**{**

**P.erase(theIterator);**

**}**

**}**

**}**

**theIterator=K.find(v);**

**if (theIterator!=K.end())**

**{**

**K.erase(theIterator);**

**}**

**}**

**else**

**{**

**if (P.size()==0)**

**{**

**REZULT.push\_back(M);**

**}**

**v=Stack1[cnt--];**

**P=Stack2[Count--];**

**K=Stack2[Count--];**

**M=Stack2[Count--];**

**theIterator=K.find(v);**

**if (theIterator!=K.end())**

**{**

**K.erase(theIterator);**

**}**

**P.insert(v);**

**}**

**}**

**return REZULT;**

**}**

**Алгори́тм Де́йкстры** — алгоритм на графах для нахождения кратчайшего расстояния от одной из вершин графа до всех остальных. Алгоритм работает только для графов без рёбер отрицательного веса. (<https://ru.wikibooks.org/wiki/%D0%A0%D0%B5%D0%B0%D0%BB%D0%B8%D0%B7%D0%B0%D1%86%D0%B8%D0%B8_%D0%B0%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC%D0%BE%D0%B2/%D0%90%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D0%94%D0%B5%D0%B9%D0%BA%D1%81%D1%82%D1%80%D1%8B> )

**//Алгоритм Дейкстры**

**void Djecstra(int st)**

**{**

**int \*\*w= new int\*[n];**

**for (int i=0;i<n;i++)**

**\*(w+i)=new int[n];**

**bool visited[n];**

**int D[n];**

**for(int i=0;i<n;i++)**

**{**

**D[i]=\*(\*(w+st)+i);**

**visited[i]=false;**

**}**

**D[st]=0;**

**int index=0,u=0;**

**for (int i=0;i<n;i++)**

**{**

**int min=INT\_MAX;**

**for (int j=0;j<n;j++)**

**{**

**if (!visited[j] && D[j]<min)**

**{**

**min=D[j];**

**index=i;**

**}**

**}**

**u=index;**

**visited[u]=true;**

**for(int j=0;j<n;j++)**

**{**

**if (!visited[j] && \*(\*(w+u)+j)!=INT\_MAX && D[u]!=INT\_MAX && (D[u]+\*(\*(w+u)+j)<D[j]))**

**{**

**D[j]=D[u]+\*(\*(w+u)+j);**

**}**

**}**

**}**

**cout<<"Стоимость пути из начальной вершины до остальных(Алгоритм Дейкстры):\t\n";**

**for (i=0; i<n; i++)**

**{**

**if (D[i]!=INT\_MAX)**

**cout<<st<<" -> "<<i<<" = "<<D[i]<<endl;**

**else**

**cout<<st<<" -> "<<i<<" = "<<"маршрут недоступен"<<endl;**

**}**

**for(int j=0;i<n;j++)**

**delete \*(w+j);**

**delete w;**

**}**

**Алгоритм Кнута — Морриса — Пратта**

### Реализация алгоритма на языке [Си](https://ru.wikibooks.org/w/index.php?title=%D0%A1%D0%B8&action=edit&redlink=1)

**int seek\_substring\_KMP (char s[], char p[])**

**{**

**int i, j, N, M;**

**N = strlen(s);**

**M = strlen(p);**

**int \*d =(int\*)malloc(M\*sizeof(int)); /\* динамический массив длины М\*/**

**/\* Вычисление префикс-функции \*/**

**d[0]=0;**

**for(i=1,j=0;i<M;i++)**

**{**

**while(j>0 && p[j]!=p[i])**

**j = d[j-1];**

**if(p[j]==p[i])**

**j++;**

**d[i]=j;**

**}**

**/\* поиск \*/**

**for(i=0,j=0;i<N; i++)**

**{**

**while(j>0 && p[j]!=s[i])**

**j=d[j-1];**

**if(p[j]==s[i])**

**j++;**

**if (j==M)**

**{**

**free (d); /\* освобождение памяти массива d \*/**

**return i-j+1;**

**}**

**}**

**free (d); /\* освобождение памяти массива d \*/**

**return -1;**

Можно также использовать Wiki-учебник «язык си в примерах» https://ru.wikibooks.org/wiki/%D0%AF%D0%B7%D1%8B%D0%BA\_%D0%A1%D0%B8\_%D0%B2\_%D0%BF%D1%80%D0%B8%D0%BC%D0%B5%D1%80%D0%B0%D1%85

Вот еще две программы из интернета (не помню, откуда, но в случае чего найду)

**Программа №1**

**0 000**

**1 001**

**2 011**

**3 010**

**4 110**

**Ну а теперь полная формулировка задания:**

**Реализовать программу на с++, которая будет считавать последовательно два числа, представляющих из себя четырехбитные числа. И нужно будет определить являются ли введенные числа соседними числами по коду Грея.**

**{Соседние числа по коду Грея - числа отличающиеся на один бит}**

**Собственно реализация на с++**

**// 666.cpp: определяет точку входа для консольного приложения.**

**//**

**#include "stdafx.h"**

**#include**

**#include**

**#include**

**const int N=5;// количество символов в строке**

**char lin1[N],lin2[N];// строки содержащие коды Грея**

**int main()**

**{**

**int err(0);// переменная для проверки, что в введенных строках**

**// присутствуют только числа 0 и 1**

**setlocale(LC\_CTYPE,"rus");**

**std::cout<<"Введите первое число:";**

**std::cin.getline(lin1,N);// считывание символов в первую строку**

**// условие проверки, что в введенных строках**

**// присутствуют только числа 0 и 1**

**for(int i=0;i<4;i++){**

**if(lin1[i]=='1' || lin1[i]=='0' );**

**else{std::cout<<"error\n";**

**err++;**

**break;**

**}**

**}**

**std::cout<<"Введите второе число:";**

**std::cin.getline(lin2,N);// считываем вторую строку**

**for(int i=0;i<4;i++){**

**if(lin2[i]=='1' || lin2[i]=='0');**

**else{std::cout<<"error\n";**

**err++;**

**break;**

**}**

**}**

**int sum2(0),sum1(0);//сюда будем записывать**

**// сумму чисел содержащихся в коде Грея**

**for(int i=0;i<4;i++){**

**sum1+=lin1[i];**

**sum2+=lin2[i];**

**}**

**if(err==0){**

**if(sum1==sum2+1 || sum2==sum1+1)std::cout<<"Числа являются соседними по коду ГреЯ\n";**

**else std::cout<<"Числа НЕ являются соседними по коду ГреЯ";**

**}**

**return 0;**

**Программа №2**

[Хортон «Visual C++ Полный курс»](http://ucxodnuku.ru/skachat-knigi-po-programmirovaniyu/a-horton-visual-c-2010-polnyiy-kurs.html)(стр.88-92)

**#include "stdafx.h"**

**#include <iostream>**

**#include <fstream>**

**#include <clocale>**

**using namespace std;**

**int main(int argc, \_TCHAR\* argv[])**

**{**

**setlocale(LC\_CTYPE,"rus");**

**char nazv[100];// строковой массив в которое собственно говоря будет записываться название файла**

**cout<<"Введите название файла:";**

**cin>>nazv;**

**ifstream inpfile(nazv);// открываем файл для чтения**

**if(!inpfile.is\_open())**

**cout<<"Файл не может быть открыт";**

**else**

**{**

**int kolotkrck(0);//счетчик количества {**

**int kolzakrck(0);//счетчик количества } изначально равный нулю**

**char symv;// переменная для считывания символов из входного файла**

**inpfile>>symv; // считываем один символ из входного файла**

**while(inpfile)**

**{**

**if(symv=='{')kolotkrck++;**

**if(symv=='}')**

**{**

**kolzakrck++;**

**if(kolzakrck>kolotkrck)break;**

**}**

**inpfile>>symv;//считываем следующий символ**

**}**

**inpfile.close();**

**ofstream outfile("out.txt");//открываем выходной файл для записи**

**if(!outfile.is\_open())cout<<"Невозможно открыть файл";**

**if(kolotkrck==0 && kolzakrck==0)**

**{**

**cout<<"Открывающихся и закрывающихся скобок не наблюдается";**

**outfile<<"Открывающихся и закрывающихся скобок не наблюдается";**

**}**

**else**

**{**

**if(kolotkrck==kolzakrck)**

**{**

**cout<<"количество Открывающихся и закрывающихся скобок одинаково";**

**outfile<<"количество Открывающихся и закрывающихся скобок одинаково";**

**}**

**else**

**{**

**cout<<"количество Открывающихся и закрывающихся скобок различно";**

**outfile<<"количество Открывающихся и закрывающихся скобок различно";**

**}**

**}**

**}**

**return 0;**

**}**

[**http://www.twirpx.com/file/66536/**](http://www.twirpx.com/file/66536/)
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![Решебник. Абрамов С.А. Задачи по программированию](data:image/jpeg;base64,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)

Есть много решенных задач. А так же в архиве есть сам сборник задач! Ко многим задачам приведены блок-схемы!  
Решенные номера: 21, 53, 54, 55, 56, 57А, 60В, 81, 83А, 93, 116В, 116Д, 119, 119Б, 119Д, 261Б, 269в, 314, 315А, 316А, 316В, 316, 316Д, 332, 336Г, 341, 345, 343, 350,  
350А, 350В, 367, 371, 374А, 389, 390Б, 391, 412, 420, 431, 444, 446, 460, 463, 480А, 482, 483, 485, 495, 496Б, 846Г, 854и, 866, 866А, 895, 901, 943, 951, 954, 957, 961, 962Б,

[**http://ptaskbook.com/ru/**](http://ptaskbook.com/ru/)

Programming Taskbook М. Э. Абрамян (Южный федеральный университет), 1998–2015

## Решения задач по программированию

<http://iproc.ru/2010/12/cs-solve/>

Aбрамов {Бесплатные решения}

http://abramov.org.ua/ru/

http://amberv.ru/skachat-zadachi-po-programmirovaniyu-na-paskale.php

**Программа №1**

**0 000**

**1 001**

**2 011**

**3 010**

**4 110**

**Ну а теперь полная формулировка задания:**

**Реализовать программу на с++, которая будет считавать последовательно два числа,**

**представляющих из себя четырехбитные числа. И нужно будет определить являются**

**ли введенные числа соседними числами по коду Грея.**

**{Соседние числа по коду Грея - числа отличающиеся на один бит}**

**Собственно реализация на с++**

**// 666.cpp: определяет точку входа для консольного приложения.**

**//**

**#include "stdafx.h"**

**#include**

**#include**

**#include**

**const int N=5;// количество символов в строке**

**char lin1[N],lin2[N];// строки содержащие коды Грея**

**int main()**

**{**

**int err(0);// переменная для проверки, что в введенных строках**

**// присутствуют только числа 0 и 1**

**setlocale(LC\_CTYPE,"rus");**

**std::cout<<"Введите первое число:";**

**std::cin.getline(lin1,N);// считывание символов в первую строку**

**// условие проверки, что в введенных строках**

**// присутствуют только числа 0 и 1**

**for(int i=0;i<4;i++){**

**if(lin1[i]=='1' || lin1[i]=='0' );**

**else{std::cout<<"error\n";**

**err++;**

**break;**

**}**

**}**

**std::cout<<"Введите второе число:";**

**std::cin.getline(lin2,N);// считываем вторую строку**

**for(int i=0;i<4;i++){**

**if(lin2[i]=='1' || lin2[i]=='0');**

**else{std::cout<<"error\n";**

**err++;**

**break;**

**}**

**}**

**int sum2(0),sum1(0);//сюда будем записывать**

**// сумму чисел содержащихся в коде Грея**

**for(int i=0;i<4;i++){**

**sum1+=lin1[i];**

**sum2+=lin2[i];**

**}**

**if(err==0){**

**if(sum1==sum2+1 || sum2==sum1+1)std::cout<<"Числа являются соседними по коду ГреЯ\n";**

**else std::cout<<"Числа НЕ являются соседними по коду ГреЯ";**

**}**

**return 0;**

**Программа №2**

[Хортон «Visual C++ Полный курс»](http://ucxodnuku.ru/skachat-knigi-po-programmirovaniyu/a-horton-visual-c-2010-polnyiy-kurs.html)(стр.88-92)

**#include "stdafx.h"**

**#include <iostream>**

**#include <fstream>**

**#include <clocale>**

**using namespace std;**

**int main(int argc, \_TCHAR\* argv[])**

**{**

**setlocale(LC\_CTYPE,"rus");**

**char nazv[100];// строковой массив в которое собственно говоря будет записываться название файла**

**cout<<"Введите название файла:";**

**cin>>nazv;**

**ifstream inpfile(nazv);// открываем файл для чтения**

**if(!inpfile.is\_open())**

**cout<<"Файл не может быть открыт";**

**else**

**{**

**int kolotkrck(0);//счетчик количества {**

**int kolzakrck(0);//счетчик количества } изначально равный нулю**

**char symv;// переменная для считывания символов из входного файла**

**inpfile>>symv; // считываем один символ из входного файла**

**while(inpfile)**

**{**

**if(symv=='{')kolotkrck++;**

**if(symv=='}')**

**{**

**kolzakrck++;**

**if(kolzakrck>kolotkrck)break;**

**}**

**inpfile>>symv;//считываем следующий символ**

**}**

**inpfile.close();**

**ofstream outfile("out.txt");//открываем выходной файл для записи**

**if(!outfile.is\_open())cout<<"Невозможно открыть файл";**

**if(kolotkrck==0 && kolzakrck==0)**

**{**

**cout<<"Открывающихся и закрывающихся скобок не наблюдается";**

**outfile<<"Открывающихся и закрывающихся скобок не наблюдается";**

**}**

**else**

**{**

**if(kolotkrck==kolzakrck)**

**{**

**cout<<"количество Открывающихся и закрывающихся скобок одинаково";**

**outfile<<"количество Открывающихся и закрывающихся скобок одинаково";**

**}**

**else**

**{**

**cout<<"количество Открывающихся и закрывающихся скобок различно";**

**outfile<<"количество Открывающихся и закрывающихся скобок различно";**

**}**

**}**

**}**

**return 0;**

**}**